# Multithreading in Java

**Multithreading in java** is a process of executing multiple threads simultaneously.

Thread is basically a lightweight sub-process, a smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

But, we use multithreading than multiprocessing because threads share a common memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

Java Multithreading is mostly used in games, animation etc.

### Advantages of Java Multithreading

1) It **doesn't block the user** because threads are independent and you can perform multiple operations at same time.

2) You **can perform many operations together so it saves time**.

3) Threads are **independent.** So, it doesn't affect other threads if exception occur in a single thread.

## Multitasking

Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved by two ways:

* **Process-based Multitasking(Multiprocessing)**
* **Thread-based Multitasking(Multithreading)**

### 1) Process-based Multitasking (Multiprocessing)

* Each process has its own address in memory i.e. each process allocates separate memory area.
* Process is heavyweight.
* Cost of communication between the processes is high.
* Switching from one process to another require some time for saving and loading registers, memory maps, updating lists etc.

### 2) Thread-based Multitasking (Multithreading)

* Threads share the same address space.
* Thread is lightweight.
* Cost of communication between the thread is low.

#### Note: At least one process is required for each thread.

## What is Thread in java

A thread is a lightweight sub process, a smallest unit of processing. It is a separate path of execution.

Threads are independent, if there occurs exception in one thread, it doesn't affect other threads. It shares a common memory area.
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As shown in the above figure, thread is executed inside the process. There is context-switching between the threads. There can be multiple processes inside the OS and one process can have multiple threads.

#### Note: At a time one thread is executed only.

# Life cycle of a Thread (Thread States)

A thread can be in one of the five states. According to sun, there is only 4 states in thread life cycle in java **new, runnable, non-runnable and terminated**. There is no running state.

But for better understanding the threads, we are explaining it in the 5 states.

The life cycle of the thread in java is controlled by JVM. The java thread states are as follows:

1. **New**
2. **Runnable**
3. **Running**
4. **Non-Runnable (Blocked)**
5. **Terminated**
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|  |
| --- |
| 1) New The thread is in new state, if you create an instance of Thread class but before the invocation of start() method. |

### 2) Runnable

The thread is in runnable state after invocation of start() method, but the thread scheduler has not selected it to be the running thread.

### 3) Running

The thread is in running state if the thread scheduler has selected it.

### 4) Non-Runnable (Blocked)

This is the state when the thread is still alive, but is currently not eligible to run.

### 5) Terminated

A thread is in terminated or dead state when its run() method exits.

# How to create thread

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

### Thread class:

|  |
| --- |
| Thread class provide constructors and methods to create and perform operations on a thread. Thread class extends Object class and implements Runnable interface. |

### Commonly used Constructors of Thread class:

|  |
| --- |
| * **Thread()** * **Thread(String name)** * **Thread(Runnable r)** * **Thread(Runnable r,String name)** |

### Commonly used methods of Thread class:

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. 2. **public void start():**starts the execution of the thread.JVM calls the run() method on the thread. 3. **public void sleep(long miliseconds):**Causes the currently executing thread to sleep (temporarily cease execution) for the specified number of milliseconds. 4. **public void join():**waits for a thread to die. 5. **public void join(long miliseconds):**waits for a thread to die for the specified miliseconds. 6. **public int getPriority():**returns the priority of the thread. 7. **public int setPriority(int priority):**changes the priority of the thread. 8. **public String getName():**returns the name of the thread. 9. **public void setName(String name):**changes the name of the thread. 10. **public Thread currentThread():**returns the reference of currently executing thread. 11. **public int getId():**returns the id of the thread. 12. **public Thread.State getState():**returns the state of the thread. 13. **public boolean isAlive():**tests if the thread is alive. 14. **public void yield():**causes the currently executing thread object to temporarily pause and allow other threads to execute. 15. **public void suspend():**is used to suspend the thread(depricated). 16. **public void resume():**is used to resume the suspended thread(depricated). 17. **public void stop():**is used to stop the thread(depricated). 18. **public boolean isDaemon():**tests if the thread is a daemon thread. 19. **public void setDaemon(boolean b):**marks the thread as daemon or user thread. 20. **public void interrupt():**interrupts the thread. 21. **public boolean isInterrupted():**tests if the thread has been interrupted. 22. **public static boolean interrupted():**tests if the current thread has been interrupted. |

### Runnable interface:

|  |
| --- |
| The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run(). |

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. |

### Starting a thread:

|  |
| --- |
| **start() method** of Thread class is used to start a newly created thread. It performs following tasks:   * A new thread starts (with new callstack). * The thread moves from New state to the Runnable state. * When the thread gets a chance to execute, its target run() method will run. |

### 1) Java Thread Example by extending Thread class

***class****Multi****extends****Thread{*

***public******void****run(){*

*System.out.println("thread is running...");*

*}*

***public******static******void****main(String args[]){*

*Multi t1=****new****Multi();*

*t1.start();*

*}*

*}*

**Output:** thread is running...

### 2) Java Thread Example by implementing Runnable interface

***class****Multi3****implements****Runnable{*

***public******void****run(){*

*System.out.println("thread is running...");*

*}*

***public******static******void****main(String args[]){*

*Multi3 m1=****new****Multi3();*

*Thread t1 =****new****Thread(m1);*

*t1.start();*

*}*

*}*

**Output:** thread is running...

|  |
| --- |
| If you are not extending the Thread class, your class object would not be treated as a thread object. So, you need to explicitly create Thread class object. We are passing the object of your class that implements Runnable so that your class run() method may execute. |

# Thread Scheduler in Java

**Thread scheduler** in java is the part of the JVM that decides which thread should run.

There is no guarantee that which runnable thread will be chosen to run by the thread scheduler.

Only one thread at a time can run in a single process.

The thread scheduler mainly uses preemptive or time slicing scheduling to schedule the threads.

### Difference between preemptive scheduling and time slicing

Under preemptive scheduling, the highest priority task executes until it enters the waiting or dead states or a higher priority task comes into existence. Under time slicing, a task executes for a predefined slice of time and then reenters the pool of ready tasks. The scheduler then determines which task should execute next, based on priority and other factors.

# Sleep method in java

The sleep() method of Thread class is used to sleep a thread for the specified amount of time.

## Syntax of sleep() method in java

The Thread class provides two methods for sleeping a thread:

* *public static void sleep(long miliseconds)throws InterruptedException*
* *public static void sleep(long miliseconds, int nanos)throws InterruptedException*

## Example of sleep method in java

***class****TestSleepMethod1****extends****Thread{*

***public******void****run(){*

***for****(****int****i=1;i<5;i++){*

***try****{*

*Thread.sleep(500);*

*}****catch****(InterruptedException e){*

*System.out.println(e);*

*}*

*System.out.println(i);*

*}*

*}*

***public******static******void****main(String args[]){*

*TestSleepMethod1 t1=****new****TestSleepMethod1();*

*TestSleepMethod1 t2=****new****TestSleepMethod1();*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

*1*

*1*

*2*

*2*

*3*

*3*

*4*

*4*

As you know well that at a time only one thread is executed. If you sleep a thread for the specified time, the thread scheduler picks up another thread and so on.

# Can we start a thread twice

No. After starting a thread, it can never be started again. If you does so, an IllegalThreadStateException is thrown. In such case, thread will run once but for second time, it will throw exception.

**Let's understand it by the example given below:**

***public******class****TestThreadTwice1****extends****Thread{*

***public******void****run(){*

*System.out.println("running...");*

*}*

***public******static******void****main(String args[]){*

*TestThreadTwice1 t1=****new****TestThreadTwice1();*

*t1.start();*

*t1.start();*

*}*

*}*

**Output:**

running

Exception in thread "main" java.lang.IllegalThreadStateException

# What if we call run() method directly instead start() method?

|  |
| --- |
| * Each thread starts in a separate call stack. * Invoking the run() method from main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack. |

***class****TestCallRun1****extends****Thread{*

***public******void****run(){*

*System.out.println("running...");*

*}*

***public******static******void****main(String args[]){*

*TestCallRun1 t1=****new****TestCallRun1();*

*t1.run();//fine, but does not start a separate call stack*

*}*

*}*

**Output**:

running...

![MainThreadStack](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCADsANUDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3+iiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAYpVlypBHTg+lPqtaf6pv+usn/AKGas0k7oAooooAKKKKACiiimAUUUUAFFFFABRRRQAUUUUAFFVL379r/ANdx/I1bpXAKKKKYBRRRQAUUUUAFFFFABRRRQBWtP9S3/XWT/wBDNWM1WtT+5b/rrJ/6GanzUx2QDs0ZpuaM0wHZozTc0ZoAdmjNNzRmgB2aM03NGaAHZozTc0ZoAdmjNNzRmgB2aM03NGaAK179+1/67j+Rq53qneH57X/ruP5GrnelHdgFFFFUAUUUUAFFFFABRRRQAUUUUAVbX/VH/rrJ/wChmpqr2x/dN/11k/8AQzU2aiL0Qh1FNzRmncB1FNzRmi4DqKbmjNFwHUU3NGaLgOopuaM0XAdRTc0ZouA6im5ozRcCC7/1lr/13H8jV3vVG6P7y1/67j+Rq93ojuxhRRRVAFFFFABRRRQAUUUUAFFFFAFKA/I//XV//QjUmagiOA//AF1f/wBCNSbqyT0EPzRmmbqN1O4D80Zpm6jdRcB+aM0zdRuouA/NGaZuo3UXAfmjNM3UbqLgPzRmmbqN1FwH5ozTN1G6i4Edx/rbX/rsP5GtCs2c5mtf+uw/ka0qcOoIKKKKsYUUUUAFFFFABRRRQAUUUUAco914kSedbXSdKltxLJseXU5I2YbjyVFuwB9smm/bPFv/AEBNE/8ABxL/API1bCHmT/rq/wD6EafmsE9BGJ9s8W/9ATRP/BxL/wDI1H2zxb/0BNE/8HEv/wAjVt5ozTuBifbPFv8A0BNE/wDBxL/8jUfbPFv/AEBNE/8ABxL/API1beaM0XAxPtni3/oCaJ/4OJf/AJGo+2eLf+gJon/g4l/+Rq280ZouBifbPFv/AEBNE/8ABxL/API1H2zxb/0BNE/8HEv/AMjVt5ozRcDE+2eLf+gJon/g4l/+RqPtni3/AKAmif8Ag4l/+Rq280ZouBifbPFv/QE0T/wcS/8AyNR9s8W/9ATRP/BxL/8AI1beaM0XAxPtni3/AKAmif8Ag4l/+RqPtni3/oCaJ/4OJf8A5GrbzRmi4GRBc69Lf2i3+maZDb+bzJBqMkzg4OPlMKD9a6mslzme2/67D+RrWqodQQUUUVoMKKKKACiiigAooooAKKKKAMhTzJ/11f8A9CNLmo1Pzy/9dX/9CNGa5bkkmaM1HmjNO4FLXNatvD+kTaneLKbeEoHESbm+ZgowO/JHv9aoReLbdryazn0++tbiGxN+8cwjyIwxXHyuRuOM49Dzg8VP4k0b/hIdBn0z7R9n81oz5mzfja6t0yOu3HXvWfq/hafUNcbU7XU/shnsGsLhDAJC0ZOQyHI2sMnkhhz0qo7eev5aFaW/ruIvjyykSA22nalcyTacmpLFEkYIhYkclnCgjHIzznjPNOt/EUmr+KdMttNuP+JdJpjahI2wZcOyrEORkfxH14GfeDTPBn9nPA39oeZ5WjJpX+pxnaSfM+97/d/Wqul6JceG/FGixqJbm1/sb+z5LhIjgPEQylgM7QwL9TjIAznq/du+2pL8vL9Lmz4O1S71LSJlv5vOvLS8uLSWTaF37JCFJAAAJXb0roM1y/gm0uLbR7q5uoJIJr6/uLvypF2sqvIduQeh2hTj3rpM1LYdX6v89CTNGajzRmlcCTNGajzRmi4EmaM1HmjNFwFJ/wBItv8ArqP5GtmsQH/Sbb/rqP5GtutKWzGgooorUYUUUUAFFFFABRRRQAUUUUAYZP7yT/rq/wD6EaM1i3Oj30t5PLH4j1W3RpnIiijtSqDceBuhJx9Sai/sLUf+hr1n/v1Z/wDxiuYk380ZrA/sLUf+hr1n/v1Z/wDxij+wtR/6GvWf+/Vn/wDGKAN/NGawP7C1H/oa9Z/79Wf/AMYo/sLUf+hr1n/v1Z//ABigDfzRmsD+wtR/6GvWf+/Vn/8AGKP7C1H/AKGvWf8Av1Z//GKAN/NGawP7C1H/AKGvWf8Av1Z//GKP7C1H/oa9Z/79Wf8A8YoA380ZrA/sLUf+hr1n/v1Z/wDxij+wtR/6GvWf+/Vn/wDGKAN/NGawP7C1H/oa9Z/79Wf/AMYo/sLUf+hr1n/v1Z//ABigDfzRmsD+wtR/6GvWf+/Vn/8AGKP7C1H/AKGvWf8Av1Z//GKAN9T/AKTbf9dR/I1uVxthpd5a6layza/qV2gkwYp47cKeD/ciVv1rsq0pbMaCiiitRhRRRQAUUUUAFFFFABRRRQBzzH95L/11f/0I0Zob/Wy/9dX/APQjTa4SB2aM02igCtqWp2ekWEl9fzrBaxlQ8rZwuSFGcdskc1lP420CMT+ZeSIbeRUnD2soMW4ZDOCuVQ9nPy+9S+K9IuNd8N3OnWrxJNK0ZVpSQvyyKxzgHsDWRqvhW+vpPFRiltx/a9jFbQbmb5WVXBLccD5h0z3pq1rspWsbt14k0uzvUtZ7h1dnWLesEjRK7Y2q0gUorHIwCQeR6iqNp4pt4oLmXVb20UDUpLGEwRyfeGdqNuHL8HpwTgDrWNrHhLXNTunRrqOS3FxbSwlr6ZFiWMoWj8hRsbJViHPPI44BEw8I6gNn762+XxC2q/eb/VHdx9373PTp71Vo/wBeqFpa/wDWxo6p4shXSIrnSSJria/jsFjnieMxyMwDB0YKwIXLYOOMHpzVu01i4k8V6lo9wsQSG3hubd0BDMrFlYNk8kMvbHBFcrrmkXGimXWLh4jbjxDDfkqT8kJRYmLZHGMknqMD8tqzBu/iTqVymTHaabDbMw6b2dnxn1C7T/wIU9OVP+ugSVr2/rX/ACOqzRmm0VmIdmjNNooAdmjNNooAfEf9Lt/+ug/rXQVz8X/H1b/9dBXQV0UdmUgooorYYUUUUAFFFFABRRRQAUUUUAc7J/rpf+ur/wDoRpM028FzBdyKtlNMpYsHjXI5Oah827/6Bt1/3xXE4u+xJYzRmq/m3f8A0Dbr/vijzbv/AKBt1/3xS5X2EWM0Zqv5t3/0Dbr/AL4o827/AOgbdf8AfFHK+wFjNGar+bd/9A26/wC+KPNu/wDoG3X/AHxRyvsBYzRmq/m3f/QNuv8Avijzbv8A6Bt1/wB8Ucr7AWM0Zqv5t3/0Dbr/AL4o827/AOgbdf8AfFHK+wFjNGar+bd/9A26/wC+KPNu/wDoG3X/AHxRyvsBYzRmq/m3f/QNuv8Avijzbv8A6Bt1/wB8Ucr7AWof+Pu3/wCugroK5uzN1JewB7G4jUPksy8CukrooppO5SFooorYYUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUh60tABRRRQAUUVyWjeLJNa1TUUtrOI2Wn3ElrNILjdcq6dSYAnCkggEMSePl9ADraK47QfHdjrXh/+1Jra7tT57wiEW00jyFWYDywIwZDhSxCg7cHPQ1ebxjoSWVncreSSJdyPFBFFbSyTO6Z3jylUyZXB3ZXjvigDo6K4m28aWp1rVYLyeEWME1pFZSQxu7ztNGHAwuS3tgcDk9M12vaiwdbC0UUUAFFFFABRRRQAUUUUAIcEc0tFFABRRRQAUUUUAFFFFABRRRQAh60tIetV7i5gtxGZ5o4hI4jTzHC7mPRRnqT6UAWaKKKAE7Vw9x4Vur/AMa2GtSWem2UlnM0j31pK32i7QoVEcibAAOnJd8bcDGeOtkvLWO6htZLmJLicMYojIA8gX720dTjIzjpVyjrcDzm28J+IrHQI9Jt5YBFb6hLcYiv5rdrqF2kYK0iR7oiCyn5d2duCQDUekeCdb0N9PvrV7K4vbWa93Qz3coR47hw4PmlGbepUZypzk5NegzzxWkEk88ixRRqXeR2AVVAySSegFLFPHcRJLDIskTqGV0OQwPQgjqKS01QPXc8+u/A2sN4uufFFrcWv9ppPby2yPLIsLqIvKmR1wduQTtYBiOPevRxTqKfSwPV3CioZJUgjaSR1WNQWZmOAoHUk1Wt9Ssbt0jtb62nd4VnRYpVYtGejgA8qex6UAX6KKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigBD1rjfEf774geD7WQ/uVa7ugPV0iCr+QkY12RrD1fRG1S/0i+jn8m402689GMe8OrKUdCMjGVY89iAcHpS6gcO/iHxFua8TV9qR+JzpQgNtGUaBpNg3HG7cueCCBwMg8mri+ItTgOoaPLqN7Pdxat9itpreC3+1TqYBNj59sKkZOWK4KjAG4g13H9k6djb/AGfabTP9qI8lcGbOfM6ffzzu61DNoWk3sM8V3pVlcRXEglmSa3RxK4AAZgRyQABk88UJW0C92cDoHiG91fXfC5vWSSbz9Ut3klhhMpERAXLKCFbGN3lkKfcYqTw34i164XwheXuptcDWHnguLcwRpGNiOyupC7g3yDPO05OFFd/BpGm2phe2060iaAuYjHAqmMv94rgcZ7460RaTp0KWscdjbRraEtbqkKgQkgglOPlJBPT1NPog6WPNtXtLhfEnxDmOoXXlro0bGErHscGKbAJ2bsLg4wQeTkmnwaxq+i6bDAmovMreFZL6IPFGBbyxIgXZhclTuyQ5bkDntXolzo+mXl19rutNtJrnyjB50sCs/lnOU3EZ2nJyOnJpzaRp7EB9PtWAgNsMxKcQnGY+n3TgfL04pLTQbaum1scBca14jQ+G7RL3UbqbWLeW8mlsobRJEKohEUQmwgQbyTu3PxwetW7nW/ECaTpVlf8A9oWmuywTzTQafHatIVjYKJGeZjEq4KkquTlhggA57K70TSr+yjs77TbO5tIsGOCe3R40wMDCkYGBxTJfDuizWtray6RYSW1qd1vC9qhSE+qDGF/Cm9diVdWvqecQ+KNV8Q6Nm51NdPSPw0uoSlY49txI+9W37gSEGwcKVOW69Kt+Gv3F78N5Y/v3GhSwSY7oI4XH6j9a72TQNHlNoZNKsH+xgi13WyHyAeuzj5eg6Y6VWTw7BF4htNTjKRwWVi1pa2kUQRIgzKWPHsiAAAYweueBNJvzC2ljfooooGFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRTW6U6gAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA//Z)

***Problem if you direct call run() method***

***class****TestCallRun2****extends****Thread{*

***public******void****run(){*

***for****(****int****i=1;i<5;i++){*

***try****{*

*Thread.sleep(500);*

*}****catch****(InterruptedException e){  
 System.out.println(e);*

*}*

*System.out.println(i);*

*}*

*}*

***public******static******void****main(String args[]){*

*TestCallRun2 t1=****new****TestCallRun2();*

*TestCallRun2 t2=****new****TestCallRun2();*

*t1.run();*

*t2.run();*

*}*

*}*

**Output:**  
 1

2

3

4

5

1

2

3

4

5

|  |
| --- |
| As you can see in the above program that there is no context-switching because here t1 and t2 will be treated as normal object not thread object. |

# The join() method

The join() method waits for a thread to die. In other words, it causes the currently running threads to stop executing until the thread it joins with completes its task.

### Syntax:

|  |
| --- |
| *public void join()throws InterruptedException* |
| *public void join(long milliseconds)throws InterruptedException* |

***Example of join() method***

***class****TestJoinMethod1****extends****Thread{*

***public******void****run(){*

***for****(****int****i=1;i<=5;i++){*

***try****{*

*Thread.sleep(500);*

*}****catch****(Exception e){*

*System.out.println(e);*

*}*

*System.out.println(i);*

*}*

*}*

***public******static******void****main(String args[]){*

*TestJoinMethod1 t1=****new****TestJoinMethod1();*

*TestJoinMethod1 t2=****new****TestJoinMethod1();*

*TestJoinMethod1 t3=****new****TestJoinMethod1();*

*t1.start();*

***try****{*

*t1.join();*

*}****catch****(Exception e){*

*System.out.println(e);*

*}*

*t2.start();*

*t3.start();*

*}*

*}*

**Output:**

1

2

3

4

5

1

1

2

2

3

3

4

4

5

5

|  |
| --- |
| As you can see in the above example,when t1 completes its task then t2 and t3 starts executing. |

***Example of join(long miliseconds) method***

***class****TestJoinMethod2****extends****Thread{*

***public******void****run(){*

***for****(****int****i=1;i<=5;i++){*

***try****{*

*Thread.sleep(500);*

*}****catch****(Exception e){*

*System.out.println(e);*

*}*

*System.out.println(i);*

*}*

*}*

***public******static******void****main(String args[]){*

*TestJoinMethod2 t1=****new****TestJoinMethod2();*

*TestJoinMethod2 t2=****new****TestJoinMethod2();*

*TestJoinMethod2 t3=****new****TestJoinMethod2();*

*t1.start();*

***try****{*

*t1.join(1500);*

*}****catch****(Exception e){*

*System.out.println(e);*

*}*

*t2.start();*

*t3.start();*

*}*

*}*

**Output:**  
 1

2

3

1

4

1

2

5

2

3

3

4

4

5

5

|  |
| --- |
| In the above example, when t1 is completes its task for 1500 miliseconds(3 times) then t2 and t3 starts executing. |

### getName(),setName(String) and getId() method:

|  |
| --- |
| ***public String getName()*** |
| ***public void setName(String name)*** |
| ***public long getId()*** |

***class****TestJoinMethod3****extends****Thread{*

***public******void****run(){*

*System.out.println("running...");*

*}*

***public******static******void****main(String args[]){*

*TestJoinMethod3 t1=****new****TestJoinMethod3();*

*TestJoinMethod3 t2=****new****TestJoinMethod3();*

*System.out.println("Name of t1:"+t1.getName());*

*System.out.println("Name of t2:"+t2.getName());*

*System.out.println("id of t1:"+t1.getId());*

*t1.start();*

*t2.start();*

*t1.setName("Sonoo Jaiswal");*

*System.out.println("After changing name of t1:"+t1.getName());*

*}*

*}*

**Output:**  
 Name of t1:Thread-0

Name of t2:Thread-1

id of t1:8

running...

After changing name of t1:Sonoo Jaiswal

running...

### The currentThread() method:

|  |
| --- |
| The currentThread() method returns a reference to the currently executing thread object. |

### Syntax:

|  |
| --- |
| public static Thread currentThread() |

***Example of currentThread() method***

***class****TestJoinMethod4****extends****Thread{*

***public******void****run(){*

*System.out.println(Thread.currentThread().getName());*

*}*

*}*

***public******static******void****main(String args[]){*

*TestJoinMethod4 t1=****new****TestJoinMethod4();*

*TestJoinMethod4 t2=****new****TestJoinMethod4();*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**  
 Thread-0

Thread-1

# Naming Thread and Current Thread

## Naming Thread

The Thread class provides methods to change and get the name of a thread. By default, each thread has a name i.e. thread-0, thread-1 and so on. By we can change the name of the thread by using setName() method.

The syntax of setName() and getName() methods are given below:

1. **public String getName():** is used to return the name of a thread.
2. **public void setName(String name):** is used to change the name of a thread.

## Example of naming a thread

***class****TestMultiNaming1****extends****Thread{*

***public******void****run(){*

*System.out.println("running...");*

*}*

***public******static******void****main(String args[]){*

*TestMultiNaming1 t1=****new****TestMultiNaming1();*

*TestMultiNaming1 t2=****new****TestMultiNaming1();*

*System.out.println("Name of t1:"+t1.getName());*

*System.out.println("Name of t2:"+t2.getName());*

*t1.start();*

*t2.start();*

*t1.setName("Sonoo Jaiswal");*

*System.out.println("After changing name of t1:"+t1.getName());*

*}*

*}*

**Output**:

Name of t1:Thread-0

Name of t2:Thread-1

id of t1:8

running...

After changeling name of t1:Sonoo Jaiswal

running...

## Current Thread

The currentThread() method returns a reference of currently executing thread.

***public static Thread currentThread()***

### Example of currentThread() method

***class****TestMultiNaming2****extends****Thread{*

***public******void****run(){*

*System.out.println(Thread.currentThread().getName());*

*}*

***public******static******void****main(String args[]){*

*TestMultiNaming2 t1=****new****TestMultiNaming2();*

*TestMultiNaming2 t2=****new****TestMultiNaming2();*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

Thread-0

Thread-1

# Priority of a Thread (Thread Priority):

|  |
| --- |
| Each thread has a priority. Priorities are represented by a number between 1 and 10. In most cases, thread scheduler schedules the threads according to their priority (known as **preemptive scheduling**). But it is not guaranteed because it depends on JVM specification that which scheduling it chooses. |

## 3 constants defined in Thread class:

|  |
| --- |
| **public static int MIN\_PRIORITY**  **public static int NORM\_PRIORITY**  **public static int MAX\_PRIORITY** |

|  |
| --- |
| Default priority of a thread is 5 (NORM\_PRIORITY). The value of MIN\_PRIORITY is 1 and the value of MAX\_PRIORITY is 10. |

### Example of priority of a Thread:

***class****TestMultiPriority1****extends****Thread{*

***public******void****run(){*

*System.out.println("running thread name is:"+Thread.currentThread().getName());*

*System.out.println("runing thread priority is:"+Thread.currentThread().getPriority());  }*

***public******static******void****main(String args[]){*

*TestMultiPriority1 m1=****new****TestMultiPriority1();*

*TestMultiPriority1 m2=****new****TestMultiPriority1();*

*m1.setPriority(Thread.MIN\_PRIORITY);*

*m2.setPriority(Thread.MAX\_PRIORITY);*

*m1.start();*

*m2.start();*

*}*

*}*

**Output:**

running thread name is:Thread-0

running thread priority is:10

running thread name is:Thread-1

running thread priority is:1

# Daemon Thread in Java

**Daemon thread in java** is a service provider thread that provides services to the user thread. Its life depend on the mercy of user threads i.e. when all the user threads dies, JVM terminates this thread automatically.

There are many java daemon threads running automatically e.g. gc, finalizer etc.

You can see all the detail by typing the jconsole in the command prompt. The jconsole tool provides information about the loaded classes, memory usage, running threads etc.

## Points to remember for Daemon Thread in Java

* It provides services to user threads for background supporting tasks. It has no role in life than to serve user threads.
* Its life depends on user threads.
* It is a low priority thread.

### Why JVM terminates the daemon thread if there is no user thread?

The sole purpose of the daemon thread is that it provides services to user thread for background supporting task. If there is no user thread, why should JVM keep running this thread. That is why JVM terminates the daemon thread if there is no user thread.

### Methods for Java Daemon thread by Thread class

The java.lang.Thread class provides two methods for java daemon thread.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public void setDaemon(boolean status) | is used to mark the current thread as daemon thread or user thread. |
| 2) | public boolean isDaemon() | is used to check that current is daemon. |

### Simple example of Daemon thread in java

***File: MyThread.java***

***public******class****TestDaemonThread1****extends****Thread{*

***public******void****run(){*

***if****(Thread.currentThread().isDaemon()){*

*//checking for daemon thread*

*System.out.println("daemon thread work");*

*}****else****{*

*System.out.println("user thread work");*

*}*

*}*

***public******static******void****main(String[] args){*

*TestDaemonThread1 t1=****new****TestDaemonThread1();*

*//creating thread*

*TestDaemonThread1 t2=****new****TestDaemonThread1();*

*TestDaemonThread1 t3=****new****TestDaemonThread1();*

*t1.setDaemon(****true****);*

*//now t1 is daemon thread*

*t1.start();//starting threads*

*t2.start();*

*t3.start();*

*}*

*}*

#### Output

daemon thread work

user thread work

user thread work

#### Note: If you want to make a user thread as Daemon, it must not be started otherwise it will throw IllegalThreadStateException.

***File: MyThread.java***

***class****TestDaemonThread2****extends****Thread{*

***public******void****run(){*

*System.out.println("Name: "+Thread.currentThread().getName());*

*System.out.println("Daemon: "+Thread.currentThread().isDaemon());*

*}*

***public******static******void****main(String[] args){*

*TestDaemonThread2 t1=****new****TestDaemonThread2();*

*TestDaemonThread2 t2=****new****TestDaemonThread2();*

*t1.start();*

*t1.setDaemon(****true****);//will throw exception here*

*t2.start();*

*}*

*}*

**Output:**

exception in thread main: java.lang.IllegalThreadStateException

# Java Thread Pool

**Java Thread pool** represents a group of worker threads that are waiting for the job and reuse many times.

In case of thread pool, a group of fixed size threads are created. A thread from the thread pool is pulled out and assigned a job by the service provider. After completion of the job, thread is contained in the thread pool again.

#### Advantage of Java Thread Pool

**Better performance** It saves time because there is no need to create new thread.

#### Real time usage

It is used in Servlet and JSP where container creates a thread pool to process the request.

#### Example of Java Thread Pool

Let's see a simple example of java thread pool using ExecutorService and Executors.

***File: WorkerThread.java***

***import****java.util.concurrent.ExecutorService;*

***import****java.util.concurrent.Executors;*

***class****WorkerThread****implements****Runnable {*

***private****String message;*

***public****WorkerThread(String s){*

***this****.message=s;*

*}*

***public******void****run() {*

*System.out.println(Thread.currentThread().getName()+" (Start) message = "+message);*

*processmessage();*

***//call processmessage method that sleeps the thread for 2 seconds***

*System.out.println(Thread.currentThread().getName()+" (End)");****//prints thread name***

*}*

***private******void****processmessage() {*

***try****{*

*Thread.sleep(2000);*

*}****catch****(InterruptedException e) {*

*e.printStackTrace();*

*}*

*}*

*}*

***File: JavaThreadPoolExample.java***

***public******class****TestThreadPool {*

***public******static******void****main(String[] args) {*

*ExecutorService executor = Executors.newFixedThreadPool(5);*

***//creating a pool of 5 threads***

***for****(****int****i = 0; i < 10; i++) {*

*Runnable worker =****new****WorkerThread("" + i);*

*executor.execute(worker);*

***//calling execute method of ExecutorService***

*}*

*executor.shutdown();*

***while****(!executor.isTerminated()) {*

*}*

*System.out.println("Finished all threads");*

*}*

*}*

**Output:**

pool-1-thread-1 (Start) message = 0

pool-1-thread-2 (Start) message = 1

pool-1-thread-3 (Start) message = 2

pool-1-thread-5 (Start) message = 4

pool-1-thread-4 (Start) message = 3

pool-1-thread-2 (End)

pool-1-thread-2 (Start) message = 5

pool-1-thread-1 (End)

pool-1-thread-1 (Start) message = 6

pool-1-thread-3 (End)

pool-1-thread-3 (Start) message = 7

pool-1-thread-4 (End)

pool-1-thread-4 (Start) message = 8

pool-1-thread-5 (End)

pool-1-thread-5 (Start) message = 9

pool-1-thread-2 (End)

pool-1-thread-1 (End)

pool-1-thread-4 (End)

pool-1-thread-3 (End)

pool-1-thread-5 (End)

Finished all threads

# ThreadGroup in Java

Java provides a convenient way to group multiple threads in a single object. In such way, we can suspend, resume or interrupt group of threads by a single method call.

#### Note: Now suspend(), resume() and stop() methods are deprecated.

Java thread group is implemented by java.lang.ThreadGroup class.

## Constructors of ThreadGroup class

There are only two constructors of ThreadGroup class.

|  |  |  |
| --- | --- | --- |
| **No.** | **Constructor** | **Description** |
| 1) | ThreadGroup(String name) | creates a thread group with given name. |
| 2) | ThreadGroup(ThreadGroup parent, String name) | creates a thread group with given parent group and name. |

## Important methods of ThreadGroup class

There are many methods in ThreadGroup class. A list of important methods are given below.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | int activeCount() | returns no. of threads running in current group. |
| 2) | int activeGroupCount() | returns a no. of active group in this thread group. |
| 3) | void destroy() | destroys this thread group and all its sub groups. |
| 4) | String getName() | returns the name of this group. |
| 5) | ThreadGroup getParent() | returns the parent of this group. |
| 6) | void interrupt() | interrupts all threads of this group. |
| 7) | void list() | prints information of this group to standard console. |

Let's see a code to group multiple threads.

ThreadGroup tg1 = **new** ThreadGroup("Group A");

Thread t1 = **new** Thread(tg1,**new** MyRunnable(),"one");

Thread t2 = **new** Thread(tg1,**new** MyRunnable(),"two");

Thread t3 = **new** Thread(tg1,**new** MyRunnable(),"three");

Now all 3 threads belong to one group. Here, tg1 is the thread group name, MyRunnable is the class that implements Runnable interface and "one", "two" and "three" are the thread names.

Now we can interrupt all threads by a single line of code only.

***Thread.currentThread().getThreadGroup().interrupt();***

## ThreadGroup Example

***File: ThreadGroupDemo.java***

***public******class****ThreadGroupDemo****implements****Runnable{*

***public******void****run() {*

*System.out.println(Thread.currentThread().getName());*

*}*

***public******static******void****main(String[] args) {*

*ThreadGroupDemo runnable =****new****ThreadGroupDemo();*

*ThreadGroup tg1 =****new****ThreadGroup("Parent ThreadGroup");*

*Thread t1 =****new****Thread(tg1, runnable,"one");*

*t1.start();*

*Thread t2 =****new****Thread(tg1, runnable,"two");*

*t2.start();*

*Thread t3 =****new****Thread(tg1, runnable,"three");*

*t3.start();*

*System.out.println("Thread Group Name: "+tg1.getName());*

*tg1.list();*

*}*

*}*

**Output:**

one

two

three

Thread Group Name: Parent ThreadGroup

java.lang.ThreadGroup[name=Parent ThreadGroup,maxpri=10]

Thread[one,5,Parent ThreadGroup]

Thread[two,5,Parent ThreadGroup]

Thread[three,5,Parent ThreadGroup]

# Java Shutdown Hook

The shutdown hook can be used to perform cleanup resource or save the state when JVM shuts down normally or abruptly. Performing clean resource means closing log file, sending some alerts or something else. So if you want to execute some code before JVM shuts down, use shutdown hook.

### When does the JVM shut down?

The JVM shuts down when:

* **user presses ctrl+c on the command prompt**
* **System.exit(int) method is invoked**
* **user logoff**
* **user shutdown etc.**

#### The addShutdownHook(Thread hook) method

The addShutdownHook() method of Runtime class is used to register the thread with the Virtual Machine.

**Syntax:**

***public******void****addShutdownHook(Thread hook){}*

The object of Runtime class can be obtained by calling the static factory method getRuntime().

**For example:**

*Runtime r = Runtime.getRuntime();*

#### Factory method

The method that returns the instance of a class is known as **factory method**.

### Simple example of Shutdown Hook

***class****MyThread****extends****Thread{*

***public******void****run(){*

*System.out.println("shut down hook task completed..");*

*}*

*}*

***public******class****TestShutdown1{*

***public******static******void****main(String[] args)****throws****Exception {*

*Runtime r=Runtime.getRuntime();*

*r.addShutdownHook(****new****MyThread());*

*System.out.println("Now main sleeping... press ctrl+c to exit");*

***try****{*

*Thread.sleep(3000);*

*}****catch****(Exception e) {*

*}*

*}*

*}*

**Output:**

Now main sleeping... press ctrl+c to exit

shut down hook task completed..

#### Note: The shutdown sequence can be stopped by invoking the halt(int) method of Runtime class.

### Same example of Shutdown Hook by annonymous class:

***public******class****TestShutdown2{*

***public******static******void****main(String[] args)****throws****Exception {*

*Runtime r=Runtime.getRuntime();*

*r.addShutdownHook(****new****Thread(){*

***public******void****run(){*

*System.out.println("shut down hook task completed..");*

*}*

*}*

*);*

*System.out.println("Now main sleeping... press ctrl+c to exit");*

***try****{*

*Thread.sleep(3000);*

*}****catch****(Exception e) {}*

*}*

*}*

**Output**:

Now main sleeping... press ctrl+c to exit

shut down hook task completed..

# How to perform single task by multiple threads?

|  |
| --- |
| If you have to perform single task by many threads, have only one run() method. **For example:** |

***Program of performing single task by multiple threads***

***class****TestMultitasking1****extends****Thread{*

***public******void****run(){*

*System.out.println("task one");*

*}*

***public******static******void****main(String args[]){*

*TestMultitasking1 t1=****new****TestMultitasking1();*

*TestMultitasking1 t2=****new****TestMultitasking1();*

*TestMultitasking1 t3=****new****TestMultitasking1();*

*t1.start();*

*t2.start();*

*t3.start();*

*}*

*}*

**Output:**

task one

task one

task one

***Program of performing single task by multiple threads***

***class****TestMultitasking2****implements****Runnable{*

***public******void****run(){*

*System.out.println("task one");*

*}*

***public******static******void****main(String args[]){*

*Thread t1 =****new****Thread(****new****TestMultitasking2());*

*//passing annonymous object ofTestMultitasking2 class*

*Thread t2 =****new****Thread(****new****TestMultitasking2());*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

task one

task one

#### Note: Each thread run in a separate callstack.

![MultipleThreadsStack](data:image/jpeg;base64,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)

**How to perform multiple tasks by multiple threads (multitasking in multithreading)?**

|  |
| --- |
| If you have to perform multiple tasks by multiple threads,have multiple run() methods.  **For example**: |

***Program of performing two tasks by two threads***

***class****Simple1****extends****Thread{*

***public******void****run(){*

*System.out.println("task one");*

*}*

*}*

***class****Simple2****extends****Thread{*

***public******void****run(){*

*System.out.println("task two");*

*}*

*}*

***class****TestMultitasking3{*

***public******static******void****main(String args[]){*

*Simple1 t1=****new****Simple1();*

*Simple2 t2=****new****Simple2();*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

task one

task two

### Same example as above by annonymous class that extends Thread class:

***Program of performing two tasks by two threads***

***class****TestMultitasking4{*

***public******static******void****main(String args[]){*

*Thread t1=****new****Thread(){*

***public******void****run(){*

*System.out.println("task one");*

*}*

*};*

*Thread t2=****new****Thread(){*

***public******void****run(){*

*System.out.println("task two");*

*}*

*};*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

task one

task two

### Same example as above by annonymous class that implements Runnable interface:

***Program of performing two tasks by two threads***

***class****TestMultitasking5{*

***public******static******void****main(String args[]){*

*Runnable r1=****new****Runnable(){*

***public******void****run(){*

*System.out.println("task one");*

*}*

*};*

*Runnable r2=****new****Runnable(){*

***public******void****run(){*

*System.out.println("task two");*

*}*

*};*

*Thread t1=****new****Thread(r1);*

*Thread t2=****new****Thread(r2);*

*t1.start();*

*t2.start();*

*}*

*}*

**Output**:

task one

task two

# Java Garbage Collection

In java, garbage means unreferenced objects.

Garbage Collection is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects.

To do so, we were using free() function in C language and delete() in C++. But, in java it is performed automatically. So, java provides better memory management.

### Advantage of Garbage Collection

* It makes java **memory efficient** because garbage collector removes the unreferenced objects from heap memory.
* It is **automatically done** by the garbage collector(a part of JVM) so we don't need to make extra efforts.

## How can an object be unreferenced?

**There are many ways:**

* By nulling the reference
* By assigning a reference to another
* By annonymous object etc.

### 1) By nulling a reference:

*Employee e=****new****Employee();*

*e=****null****;*

### 2) By assigning a reference to another:

*Employee e1=****new****Employee();*

*Employee e2=****new****Employee();*

*e1=e2;*

***//now the first object referred by e1 is available for garbage collection***

### 3) By annonymous object:

***new****Employee();*

## finalize() method

The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as:

***protected******void****finalize(){}*

#### Note: The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created any object without new, you can use finalize method to perform cleanup processing (destroying remaining objects).

## gc() method

The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

***public******static******void****gc(){}*

#### Note: Garbage collection is performed by a daemon thread called Garbage Collector(GC). This thread calls the finalize() method before object is garbage collected.

### Simple Example of garbage collection in java

***public******class****TestGarbage1{*

***public******void****finalize(){*

*System.out.println("object is garbage collected");*

*}*

***public******static******void****main(String args[]){*

*TestGarbage1 s1=****new****TestGarbage1();*

*TestGarbage1 s2=****new****TestGarbage1();*

*s1=****null****;*

*s2=****null****;*

*System.gc();*

*}*

*}*

**Output:**

object is garbage collected

object is garbage collected

#### Note: Neither finalization nor garbage collection is guaranteed.

# Java Runtime class

**Java Runtime** class is used to interact with java runtime environment. Java Runtime class provides methods to execute a process, invoke GC, get total and free memory etc. There is only one instance of java.lang.Runtime class is available for one java application.

The **Runtime.getRuntime()** method returns the singleton instance of Runtime class.

## Important methods of Java Runtime class

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public static Runtime getRuntime() | returns the instance of Runtime class. |
| 2) | public void exit(int status) | terminates the current virtual machine. |
| 3) | public void addShutdownHook(Thread hook) | registers new hook thread. |
| 4) | public Process exec(String command)throws IOException | executes given command in a separate process. |
| 5) | public int availableProcessors() | returns no. of available processors. |
| 6) | public long freeMemory() | returns amount of free memory in JVM. |
| 7) | public long totalMemory() | returns amount of total memory in JVM. |

## Java Runtime exec() method

***public******class****Runtime1{*

***public******static******void****main(String args[])****throws****Exception{*

*Runtime.getRuntime().exec("notepad");****//will open a new notepad***

*}*

*}*

## How to shutdown system in Java

You can use shutdown -s command to shutdown system. For windows OS, you need to provide full path of shutdown command

**Example:** c:\\Windows\\System32\\shutdown.

Here you can use -s switch to shutdown system, -r switch to restart system and -t switch to specify time delay.

***public******class****Runtime2{*

***public******static******void****main(String args[])****throws****Exception{*

*Runtime.getRuntime().exec("shutdown -s -t 0");*

*}*

*}*

## How to shutdown windows system in Java

***public******class****Runtime2{*

***public******static******void****main(String args[])****throws****Exception{*

*Runtime.getRuntime().exec("c:\\Windows\\System32\\shutdown -s -t 0");*

*}*

*}*

## How to restart system in Java

***public******class****Runtime3{*

***public******static******void****main(String args[])****throws****Exception{*

*Runtime.getRuntime().exec("shutdown -r -t 0");*

*}*

*}*

## Java Runtime availableProcessors()

***public******class****Runtime4{*

***public******static******void****main(String args[])****throws****Exception{*

*System.out.println(Runtime.getRuntime().availableProcessors());*

*}*

*}*

## Java Runtime freeMemory() and totalMemory() method

In the given program, after creating 10000 instance, free memory will be less than the previous free memory. But after gc() call, you will get more free memory.

***public******class****MemoryTest{*

***public******static******void****main(String args[])****throws****Exception{*

*Runtime r=Runtime.getRuntime();*

*System.out.println("Total Memory: "+r.totalMemory());*

*System.out.println("Free Memory: "+r.freeMemory());*

***for****(****int****i=0;i<10000;i++){*

***new****MemoryTest();*

*}*

*System.out.println("After creating 10000 instance, Free Memory: "+r.freeMemory());*

*System.gc();*

*System.out.println("After gc(), Free Memory: "+r.freeMemory());*

*}*

*}*

Total Memory: 100139008

Free Memory: 99474824

After creating 10000 instance, Free Memory: 99310552

After gc(), Free Memory: 100182832

# Synchronization in Java

Synchronization in java is the capability to control the access of multiple threads to any shared resource.

Java Synchronization is better option where we want to allow only one thread to access the shared resource.

### Why use Synchronization

The synchronization is mainly used to

1. To prevent thread interference.
2. To prevent consistency problem.

### Types of Synchronization

There are two types of synchronization

1. Process Synchronization
2. Thread Synchronization

Here, we will discuss only thread synchronization.

### Thread Synchronization

There are two types of thread synchronization mutual exclusive and inter-thread communication.

1. Mutual Exclusive
   1. Synchronized method.
   2. Synchronized block.
   3. static synchronization.
2. Cooperation (Inter-thread communication in java)

### Mutual Exclusive

Mutual Exclusive helps keep threads from interfering with one another while sharing data. This can be done by three ways in java:

1. by synchronized method
2. by synchronized block
3. by static synchronization

### Concept of Lock in Java

Synchronization is built around an internal entity known as the lock or monitor. Every object has an lock associated with it. By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.

From Java 5 the package java.util.concurrent.locks contains several lock implementations.

### Understanding the problem without Synchronization

In this example, there is no synchronization, so output is inconsistent.

**Let's see the example:**

*Class Table{*

***void****printTable(****int****n){//method not synchronized*

***for****(****int****i=1;i<=5;i++){*

*System.out.println(n\*i);*

***try****{*

*Thread.sleep(400);*

*}****catch****(Exception e){*

*System.out.println(e);*

*}*

*}*

*}*

*}*

***class****MyThread1****extends****Thread{*

*Table t;*

*MyThread1(Table t){*

***this****.t=t;*

*}*

***public******void****run(){*

*t.printTable(5);*

*}*

*}*

***class****MyThread2****extends****Thread{*

*Table t;*

*MyThread2(Table t){*

***this****.t=t;*

*}*

***public******void****run(){*

*t.printTable(100);*

*}*

*}*

***class****TestSynchronization1{*

***public******static******void****main(String args[]){*

*Table obj =****new****Table();//only one object*

*MyThread1 t1=****new****MyThread1(obj);*

*MyThread2 t2=****new****MyThread2(obj);*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

5

100

10

200

15

300

20

400

25

500

### Java synchronized method

If you declare any method as synchronized, it is known as synchronized method.

Synchronized method is used to lock an object for any shared resource.

When a thread invokes a synchronized method, it automatically acquires the lock for that object and releases it when the thread completes its task.

**//Example of java synchronized method**

***class****Table{*

***synchronized******void****printTable(****int****n){//synchronized method*

***for****(****int****i=1;i<=5;i++){*

*System.out.println(n\*i);*

***try****{*

*Thread.sleep(400);*

*}****catch****(Exception e){*

*System.out.println(e);*

*}*

*}*

*}*

*}*

***class****MyThread1****extends****Thread{*

*Table t;*

*MyThread1(Table t){*

***this****.t=t;*

*}*

***public******void****run(){*

*t.printTable(5);*

*}*

*}*

***class****MyThread2****extends****Thread{*

*Table t;*

*MyThread2(Table t){*

***this****.t=t;*

*}*

***public******void****run(){*

*t.printTable(100);*

*}*

*}*

***public******class****TestSynchronization2{*

***public******static******void****main(String args[]){*

*Table obj =****new****Table();//only one object*

*MyThread1 t1=****new****MyThread1(obj);*

*MyThread2 t2=****new****MyThread2(obj);*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

5

10

15

20

25

100

200

300

400

500

### Example of synchronized method by using annonymous class

In this program, we have created the two threads by annonymous class, so less coding is required.

**//Program of synchronized method by using annonymous class**

***class****Table{*

***synchronized******void****printTable(****int****n){//synchronized method*

***for****(****int****i=1;i<=5;i++){*

*System.out.println(n\*i);*

***try****{*

*Thread.sleep(400);*

*}****catch****(Exception e){*

*System.out.println(e);*

*}*

*}*

*}*

*}*

***public******class****TestSynchronization3{*

***public******static******void****main(String args[]){*

***final****Table obj =****new****Table();//only one object*

*Thread t1=****new****Thread(){*

***public******void****run(){*

*obj.printTable(5);*

*}*

*};*

*Thread t2=****new****Thread(){*

***public******void****run(){*

*obj.printTable(100);*

*}*

*};*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

5

10

15

20

25

100

200

300

400

500

# Synchronized block in java

Synchronized block can be used to perform synchronization on any specific resource of the method.

Suppose you have 50 lines of code in your method, but you want to synchronize only 5 lines, you can use synchronized block.

If you put all the codes of the method in the synchronized block, it will work same as the synchronized method.

### Points to remember for Synchronized block

* Synchronized block is used to lock an object for any shared resource.
* Scope of synchronized block is smaller than the method.

**Syntax to use synchronized block**

***synchronized****(object reference expression) {*

*//code block*

*}*

### Example of synchronized block

Let's see the simple example of synchronized block.

***Program of synchronized block***

***class****Table{*

***void****printTable(****int****n){*

***synchronized****(****this****){//synchronized block*

***for****(****int****i=1;i<=5;i++){*

*System.out.println(n\*i);*

***try****{*

*Thread.sleep(400);*

*}****catch****(Exception e){*

*System.out.println(e);*

*}*

*}*

*}*

*}//end of the method*

*}*

***class****MyThread1****extends****Thread{*

*Table t;*

*MyThread1(Table t){*

***this****.t=t;*

*}*

***public******void****run(){*

*t.printTable(5);*

*}*

*}*

***class****MyThread2****extends****Thread{*

*Table t;*

*MyThread2(Table t){*

***this****.t=t;*

*}*

***public******void****run(){*

*t.printTable(100);*

*}*

*}*

***public******class****TestSynchronizedBlock1{*

***public******static******void****main(String args[]){*

*Table obj =****new****Table();//only one object*

*MyThread1 t1=****new****MyThread1(obj);*

*MyThread2 t2=****new****MyThread2(obj);*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

5

10

15

20

25

100

200

300

400

500

### Same Example of synchronized block by using annonymous class:

***//Program of synchronized block by using annonymous class***

***class****Table{*

***void****printTable(****int****n){*

***synchronized****(****this****){//synchronized block*

***for****(****int****i=1;i<=5;i++){*

*System.out.println(n\*i);*

***try****{*

*Thread.sleep(400);*

*}****catch****(Exception e){*

*System.out.println(e);*

*}*

*}*

*}*

*}//end of the method*

*}*

***public******class****TestSynchronizedBlock2{*

***public******static******void****main(String args[]){*

***final****Table obj =****new****Table();//only one object*

*Thread t1=****new****Thread(){*

***public******void****run(){*

*obj.printTable(5);*

*}*

*};*

*Thread t2=****new****Thread(){*

***public******void****run(){*

*obj.printTable(100);*

*}*

*};*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

5

10

15

20

25

100

200

300

400

500

# Static synchronization

If you make any static method as synchronized, the lock will be on the class not on object.
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### Problem without static synchronization

Suppose there are two objects of a shared class(e.g. Table) named object1 and object2.In case of synchronized method and synchronized block there cannot be interference between t1 and t2 or t3 and t4 because t1 and t2 both refers to a common object that have a single lock.But there can be interference between t1 and t3 or t2 and t4 because t1 acquires another lock and t3 acquires another lock.I want no interference between t1 and t3 or t2 and t4.Static synchronization solves this problem.

### Example of static synchronization

In this example we are applying synchronized keyword on the static method to perform static synchronization.

***class****Table{*

***synchronized******static******void****printTable(****int****n){*

***for****(****int****i=1;i<=10;i++){*

*System.out.println(n\*i);*

***try****{*

*Thread.sleep(400);*

*}****catch****(Exception e){*

*}*

*}*

*}*

*}*

***class****MyThread1****extends****Thread{*

***public******void****run(){*

*Table.printTable(1);*

*}*

*}*

***class****MyThread2****extends****Thread{*

***public******void****run(){*

*Table.printTable(10);*

*}*

*}*

***class****MyThread3****extends****Thread{*

***public******void****run(){*

*Table.printTable(100);*

*}*

*}*

***class****MyThread4****extends****Thread{*

***public******void****run(){*

*Table.printTable(1000);*

*}*

*}*

***public******class****TestSynchronization4{*

***public******static******void****main(String t[]){*

*MyThread1 t1=****new****MyThread1();*

*MyThread2 t2=****new****MyThread2();*

*MyThread3 t3=****new****MyThread3();*

*MyThread4 t4=****new****MyThread4();*

*t1.start();*

*t2.start();*

*t3.start();*

*t4.start();*

*}*

*}*

**Output:**

1

2

3

4

5

6

7

8

9

10

10

20

30

40

50

60

70

80

90

100

100

200

300

400

500

600

700

800

900

1000

1000

2000

3000

4000

5000

6000

7000

8000

9000

10000

### Same example of static synchronization by annonymous class

In this example, we are using annonymous class to create the threads.

***class****Table{*

***synchronized******static******void****printTable(****int****n){*

***for****(****int****i=1;i<=10;i++){*

*System.out.println(n\*i);*

***try****{*

*Thread.sleep(400);*

*}****catch****(Exception e){*

*}*

*}*

*}*

*}*

***public******class****TestSynchronization5 {*

***public******static******void****main(String[] args) {*

*Thread t1=****new****Thread(){*

***public******void****run(){*

*Table.printTable(1);*

*}*

*};*

*Thread t2=****new****Thread(){*

***public******void****run(){*

*Table.printTable(10);*

*}*

*};*

*Thread t3=****new****Thread(){*

***public******void****run(){*

*Table.printTable(100);*

*}*

*};*

*Thread t4=****new****Thread(){*

***public******void****run(){*

*Table.printTable(1000);*

*}*

*};*

*t1.start();*

*t2.start();*

*t3.start();*

*t4.start();*

*}*

*}*

**Output:**

1

2

3

4

5

6

7

8

9

10

10

20

30

40

50

60

70

80

90

100

100

200

300

400

500

600

700

800

900

1000

1000

2000

3000

4000

5000

6000

7000

8000

9000

10000

### Synchronized block on a class lock:

The block synchronizes on the lock of the object denoted by the reference .class name .class. A static synchronized method printTable(int n) in class Table is equivalent to the following declaration:

***static******void****printTable(****int****n) {*

***synchronized****(Table.****class****) {       // Synchronized block on class A*

*// ...*

*}*

*}*

# Deadlock in java

Deadlock in java is a part of multithreading. Deadlock can occur in a situation when a thread is waiting for an object lock, that is acquired by another thread and second thread is waiting for an object lock that is acquired by first thread. Since, both threads are waiting for each other to release the lock, the condition is called deadlock.
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### Example of Deadlock in java

***public******class****TestDeadlockExample1 {*

***public******static******void****main(String[] args) {*

***final****String resource1 = "ratan jaiswal";*

***final****String resource2 = "vimal jaiswal";*

*// t1 tries to lock resource1 then resource2*

*Thread t1 =****new****Thread() {*

***public******void****run() {*

***synchronized****(resource1) {*

*System.out.println("Thread 1: locked resource 1");*

***try****{*

*Thread.sleep(100);*

*}****catch****(Exception e) {*

*}*

***synchronized****(resource2) {*

*System.out.println("Thread 1: locked resource 2");*

*}*

*}*

*}*

*};*

*// t2 tries to lock resource2 then resource1*

*Thread t2 =****new****Thread() {*

***public******void****run() {*

***synchronized****(resource2) {*

*System.out.println("Thread 2: locked resource 2");*

***try****{*

*Thread.sleep(100);*

*}****catch****(Exception e) {*

*}*

***synchronized****(resource1) {*

*System.out.println("Thread 2: locked resource 1");   }*

*}*

*}*

*};*

*t1.start();*

*t2.start();*

*}*

*}*

**Output:**

Thread 1: locked resource 1

Thread 2: locked resource 2

# Inter-thread communication in Java

**Inter-thread communication** or **Co-operation** is all about allowing synchronized threads to communicate with each other.

Cooperation (Inter-thread communication) is a mechanism in which a thread is paused running in its critical section and another thread is allowed to enter (or lock) in the same critical section to be executed.It is implemented by following methods of **Object class**:

* **wait()**
* **notify()**
* **notifyAll()**

### 1) wait() method

Causes current thread to release the lock and wait until either another thread invokes the notify() method or the notifyAll() method for this object, or a specified amount of time has elapsed.

The current thread must own this object's monitor, so it must be called from the synchronized method only otherwise it will throw exception.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public final void wait()throws InterruptedException | waits until object is notified. |
| public final void wait(long timeout)throws InterruptedException | waits for the specified amount of time. |

### 2) notify() method

Wakes up a single thread that is waiting on this object's monitor. If any threads are waiting on this object, one of them is chosen to be awakened. The choice is arbitrary and occurs at the discretion of the implementation. Syntax:

*public final void notify()*

### 3) notifyAll() method

Wakes up all threads that are waiting on this object's monitor.

**Syntax:**

*public final void notifyAll()*

### Understanding the process of inter-thread communication

![inter thread communication in java](data:image/gif;base64,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)

**The point to point explanation of the above diagram is as follows:**

1. Threads enter to acquire lock.
2. Lock is acquired by on thread.
3. Now thread goes to waiting state if you call wait() method on the object. Otherwise it releases the lock and exits.
4. If you call notify() or notifyAll() method, thread moves to the notified state (runnable state).
5. Now thread is available to acquire lock.
6. After completion of the task, thread releases the lock and exits the monitor state of the object.

### Why wait(), notify() and notifyAll() methods are defined in Object class not Thread class?

It is because they are related to lock and object has a lock.

### Difference between wait and sleep?

Let's see the important differences between wait and sleep methods.

|  |  |
| --- | --- |
| **wait()** | **sleep()** |
| wait() method releases the lock | sleep() method doesn't release the lock. |
| is the method of Object class | is the method of Thread class |
| is the non-static method | is the static method |
| is the non-static method | is the static method |
| should be notified by notify() or notifyAll() methods | after the specified amount of time, sleep is completed. |

### Example of inter thread communication in java

Let's see the simple example of inter thread communication.

***class****Customer{*

***int****amount=10000;*

***synchronized******void****withdraw(****int****amount){*

*System.out.println("going to withdraw...");*

***if****(****this****.amount<amount){*

*System.out.println("Less balance; waiting for deposit...");*

***try****{*

*wait();*

*}****catch****(Exception e){*

*}*

*}*

***this****.amount-=amount;*

*System.out.println("withdraw completed...");*

*}*

***synchronized******void****deposit(****int****amount){*

*System.out.println("going to deposit...");*

***this****.amount+=amount;*

*System.out.println("deposit completed... ");*

*notify();*

*}*

*}*

***class****Test{*

***public******static******void****main(String args[]){*

***final****Customer c=****new****Customer();*

***new****Thread(){*

***public******void****run(){*

*c.withdraw(15000);*

*}*

*}.start();*

***new****Thread(){*

***public******void****run(){*

*c.deposit(10000);*

*}*

*}.start();*

*}*

*}*

**Output:**

going to withdraw...

Less balance; waiting for deposit...

going to deposit...

deposit completed...

withdraw completed

# Interrupting a Thread:

|  |
| --- |
| If any thread is in sleeping or waiting state (i.e. sleep() or wait() is invoked), calling the interrupt() method on the thread, breaks out the sleeping or waiting state throwing InterruptedException. If the thread is not in the sleeping or waiting state, calling the interrupt() method performs normal behaviour and doesn't interrupt the thread but sets the interrupt flag to true. Let's first see the methods provided by the Thread class for thread interruption. |

## The 3 methods provided by the Thread class for interrupting a thread

|  |
| --- |
| * **public void interrupt()** * **public static boolean interrupted()** * **public boolean isInterrupted()** |

## Example of interrupting a thread that stops working

|  |
| --- |
| In this example, after interrupting the thread, we are propagating it, so it will stop working. If we don't want to stop the thread, we can handle it where sleep() or wait() method is invoked. Let's first see the example where we are propagating the exception. |

***class****TestInterruptingThread1****extends****Thread{*

***public******void****run(){*

***try****{*

*Thread.sleep(1000);*

*System.out.println("task");*

*}****catch****(InterruptedException e){*

***throw******new****RuntimeException("Thread interrupted..."+e);*

*}*

*}*

***public******static******void****main(String args[]){*

*TestInterruptingThread1 t1=****new****TestInterruptingThread1();*

*t1.start();*

***try****{*

*t1.interrupt();*

*}****catch****(Exception e){*

*System.out.println("Exception handled "+e);*

*}*

*}*

*}*

**Output:**

Exception in thread-0

java.lang.RuntimeException: Thread interrupted...

java.lang.InterruptedException: sleep interrupted

at A.run(A.java:7)

## Example of interrupting a thread that doesn't stop working

|  |
| --- |
| In this example, after interrupting the thread, we handle the exception, so it will break out the sleeping but will not stop working. |

***class****TestInterruptingThread2****extends****Thread{*

***public******void****run(){*

***try****{*

*Thread.sleep(1000);*

*System.out.println("task");*

*}****catch****(InterruptedException e){*

*System.out.println("Exception handled "+e);*

*}*

*System.out.println("thread is running...");*

*}*

***public******static******void****main(String args[]){*

*TestInterruptingThread2 t1=****new****TestInterruptingThread2();*

*t1.start();*

*t1.interrupt();*

*}*

*}*

**Output:**

Exception handled

java.lang.InterruptedException: sleep interrupted

thread is running...

## Example of interrupting thread that behaves normally

|  |
| --- |
| If thread is not in sleeping or waiting state, calling the interrupt() method sets the interrupted flag to true that can be used to stop the thread by the java programmer later. |

***class****TestInterruptingThread3****extends****Thread{*

***public******void****run(){*

***for****(****int****i=1;i<=5;i++)*

*System.out.println(i);*

*}*

***public******static******void****main(String args[]){*

*TestInterruptingThread3 t1=****new****TestInterruptingThread3();*

*t1.start();*

*t1.interrupt();*

*}*

*}*

**Output:**

1

2

3

4

5

## What about isInterrupted and interrupted method?

|  |
| --- |
| The isInterrupted() method returns the interrupted flag either true or false. The static interrupted() method returns the interrupted flag afterthat it sets the flag to false if it is true. |

***public******class****TestInterruptingThread4****extends****Thread{*

***public******void****run(){*

***for****(****int****i=1;i<=2;i++){*

***if****(Thread.interrupted()){*

*System.out.println("code for interrupted thread");*

*}****else****{*

*System.out.println("code for normal thread");*

*}*

*}//end of for loop*

*}*

***public******static******void****main(String args[]){*

*TestInterruptingThread4 t1=****new****TestInterruptingThread4();*

*TestInterruptingThread4 t2=****new****TestInterruptingThread4();*

*t1.start();*

*t1.interrupt();*

*t2.start();*

*}*

*}*

**Output:**

Code for interrupted thread

code for normal thread

code for normal thread

code for normal thread

# Reentrant Monitor in Java

According to Sun Microsystems, **Java monitors are reentrant** means java thread can reuse the same monitor for different synchronized methods if method is called from the method.

#### Advantage of Reentrant Monitor

It eliminates the possibility of single thread deadlocking

Let's understand the java reentrant monitor by the example given below:

***class****Reentrant {*

***public******synchronized******void****m() {*

*n();*

*System.out.println("this is m() method");*

*}*

***public******synchronized******void****n() {*

*System.out.println("this is n() method");*

*}*

*}*

In this class, m and n are the synchronized methods. The m() method internally calls the n() method.

Now let's call the m() method on a thread. In the class given below, we are creating thread using annonymous class.

***public******class****ReentrantExample{*

***public******static******void****main(String args[]){*

***final****ReentrantExample re=****new****ReentrantExample();*

*Thread t1=****new****Thread(){*

***public******void****run(){*

*re.m();//calling method of Reentrant class*

*}*

*};*

*t1.start();*

*}*

*}*

**Output:**

this is n() method

this is m() method